***WEEK 2***

***4. Spring Testing Exercises***

**Exercise 1: Basic Unit Test for a Service Method**

**CalculatorService.java**

package com.example.service;

import org.springframework.stereotype.Service;

*@Service*

public class CalculatorService {

public int add(int a, int b) {

return a + b;

}

}

**CalculatorServiceTest.java**

package com.example.service;

import static org.junit.jupiter.api.Assertions.*assertEquals*;

import org.junit.jupiter.api.Test;

public class CalculatorServiceTest {

*@Test*

public void testAdd() {

CalculatorService calculatorService = new CalculatorService();

int result = calculatorService.add(10, 20);

*assertEquals*(30, result, "10 + 20 should be 30");

}

}

**OUTPUT**
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**Exercise 2: Mocking a Repository in a Service Test**

**User.java**

package com.example.demo;

import jakarta.persistence.Entity;

import jakarta.persistence.Id;

*@Entity*

public class User {

*@Id*

private Long id;

private String name;

// Constructors

public User() {}

public User(Long id, String name) {

this.id = id;

this.name = name;

}

// Getters and setters

public Long getId() {

return id;

}

public void setId(Long id) {

this.id = id;

}

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

}

**UserRepository.java**

package com.example.demo;

import org.springframework.data.jpa.repository.JpaRepository;

public interface UserRepository extends JpaRepository<User, Long> {

}

**UserService.java**

package com.example.demo;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.stereotype.Service;

*@Service*

public class UserService {

*@Autowired*

private UserRepository userRepository;

public User getUserById(Long id) {

return userRepository.findById(id).orElse(null);

}

}

**UserServiceTest.java**

package com.example.demo;

import static org.mockito.Mockito.\*;

import static org.junit.jupiter.api.Assertions.\*;

import java.util.Optional;

import org.junit.jupiter.api.Test;

import org.junit.jupiter.api.extension.ExtendWith;

import org.mockito.InjectMocks;

import org.mockito.Mock;

import org.springframework.boot.test.context.SpringBootTest;

import org.springframework.boot.test.mock.mockito.~~MockBean~~;

import org.springframework.test.context.junit.jupiter.SpringExtension;

import org.springframework.beans.factory.annotation.Autowired;

*@ExtendWith*(SpringExtension.class)

public class UserServiceTest {

*@Mock*

private UserRepository userRepository;

*@InjectMocks*

private UserService userService;

*@Test*

public void testGetUserById() {

User mockUser = new User(1L, "John Doe");

*when*(userRepository.findById(1L)).thenReturn(Optional.*of*(mockUser));

User result = userService.getUserById(1L);

*assertNotNull*(result);

*assertEquals*("John Doe", result.getName());

}

}

**OUTPUT**

**![](data:image/png;base64,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)**

**Exercise 3: Testing a REST Controller with MockMvc**

**User.java**

package com.example.demo;

public class User {

private Long id;

private String name;

public User() {}

public User(Long id, String name) {

this.id = id;

this.name = name;

}

// Getters and setters

public Long getId() { return id; }

public void setId(Long id) { this.id = id; }

public String getName() { return name; }

public void setName(String name) { this.name = name; }

}

**UserController.java**

package com.example.demo;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.http.ResponseEntity;

import org.springframework.web.bind.annotation.\*;

*@RestController*

*@RequestMapping*("/users")

public class UserController {

*@Autowired*

private UserService userService;

*@GetMapping*("/{id}")

public ResponseEntity<User> getUser(*@PathVariable* Long id) {

return ResponseEntity.*ok*(userService.getUserById(id));

}

}

**UserService.java**

package com.example.demo;

public interface UserService {

User getUserById(Long id);

}

**UserControllerTest.java**

package com.example.demo;

import static org.mockito.Mockito.\*;

import static org.springframework.test.web.servlet.result.MockMvcResultMatchers.\*;

import static org.springframework.test.web.servlet.request.MockMvcRequestBuilders.\*;

import com.fasterxml.jackson.databind.ObjectMapper;

import org.junit.jupiter.api.Test;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.boot.test.autoconfigure.web.servlet.WebMvcTest;

import org.springframework.boot.test.mock.mockito.~~MockBean~~;

import org.springframework.test.web.servlet.MockMvc;

*@WebMvcTest*(UserController.class)

public class UserControllerTest {

*@Autowired*

private MockMvc mockMvc;

*@*~~MockBean~~

private UserService userService;

*@Test*

public void testGetUser() throws Exception {

// Given

User mockUser = new User(1L, "John Doe");

*when*(userService.getUserById(1L)).thenReturn(mockUser);

// When & Then

mockMvc.perform(*get*("/users/1"))

.andExpect(*status*().isOk())

.andExpect(*jsonPath*("$.id").value(1L))

.andExpect(*jsonPath*("$.name").value("John Doe"));

}

}

**DemoApplication.java**

package com.example.demo;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

*@SpringBootApplication*

public class DemoApplication {

public static void main(String[] args) {

SpringApplication.*run*(DemoApplication.class, args);

}

}

**OUTPUT**

**![](data:image/png;base64,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)**

**Exercise 4: Integration Test with Spring Boot**

**AppUser.java**

package com.example.demo;

import jakarta.persistence.Entity;

import jakarta.persistence.Id;

*@Entity*

public class AppUser {

*@Id*

private Long id;

private String name;

public AppUser() {}

public AppUser(Long id, String name) {

this.id = id;

this.name = name;

}

// Getters and setters

public Long getId() { return id; }

public void setId(Long id) { this.id = id; }

public String getName() { return name; }

public void setName(String name) { this.name = name; }

}

**AppUserController.java**

package com.example.demo;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.http.ResponseEntity;

import org.springframework.web.bind.annotation.\*;

*@RestController*

*@RequestMapping*("/users")

public class AppUserController {

*@Autowired*

private AppUserService userService;

*@GetMapping*("/{id}")

public ResponseEntity<AppUser> getUser(*@PathVariable* Long id) {

AppUser user = userService.getUserById(id);

return user != null ? ResponseEntity.*ok*(user) : ResponseEntity.*notFound*().build();

}

}

**AppUserRepository.java**

package com.example.demo;

import org.springframework.data.jpa.repository.JpaRepository;

public interface AppUserRepository extends JpaRepository<AppUser, Long> {

}

**AppUserService.java**

package com.example.demo;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.stereotype.Service;

*@Service*

public class AppUserService {

*@Autowired*

private AppUserRepository userRepository;

public AppUser getUserById(Long id) {

return userRepository.findById(id).orElse(null);

}

}

**DemoApplication.java**

package com.example.demo;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

*@SpringBootApplication*

public class DemoApplication {

public static void main(String[] args) {

SpringApplication.*run*(DemoApplication.class, args);

}

}

**UserIntegrationTest.java**

package com.example.demo;

import static org.assertj.core.api.Assertions.~~assertThat~~;

import org.junit.jupiter.api.BeforeEach;

import org.junit.jupiter.api.Test;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.boot.test.context.SpringBootTest;

import org.springframework.boot.test.web.client.TestRestTemplate;

import org.springframework.boot.test.autoconfigure.jdbc.AutoConfigureTestDatabase;

import org.springframework.boot.test.web.server.LocalServerPort; // ✅ correct in Spring Boot 2.6+

import org.springframework.http.ResponseEntity;

*@SpringBootTest*(webEnvironment = *SpringBootTest*.*WebEnvironment*.***RANDOM\_PORT***)

*@AutoConfigureTestDatabase*

public class UserIntegrationTest {

*@LocalServerPort*

private int port;

*@Autowired*

private AppUserRepository userRepository;

*@Autowired*

private TestRestTemplate restTemplate;

*@BeforeEach*

public void setup() {

userRepository.deleteAll(); // clean DB

userRepository.save(new AppUser(1L, "John Doe")); // test data

}

*@Test*

public void testGetUserById() {

String url = "http://localhost:" + port + "/users/1";

ResponseEntity<AppUser> response = restTemplate.getForEntity(url, AppUser.class);

*assertThat*(response.getStatusCode().value()).isEqualTo(200);

*assertThat*(response.getBody().getName()).isEqualTo("John Doe");

}

}

**OUTPUT**
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**Exercise 5: Test Controller POST Endpoint**

**DemoApplication.java**

package com.example.demo;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

*@SpringBootApplication*

public class DemoApplication {

public static void main(String[] args) {

SpringApplication.*run*(DemoApplication.class, args);

}

}

**User.java**

package com.example.demo;

import jakarta.persistence.Entity;

import jakarta.persistence.Id;

import jakarta.persistence.Table;

*@Entity*

*@Table*(name = "`user`") // Avoid SQL keyword conflict

public class User {

*@Id*

private Long id;

private String name;

public User() {}

public User(Long id, String name) {

this.id = id;

this.name = name;

}

// Getters and setters

public Long getId() { return id; }

public void setId(Long id) { this.id = id; }

public String getName() { return name; }

public void setName(String name) { this.name = name; }

}

**UserController.java**

package com.example.demo;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.http.ResponseEntity;

import org.springframework.web.bind.annotation.\*;

*@RestController*

*@RequestMapping*("/users")

public class UserController {

*@Autowired*

private UserService userService;

*@PostMapping*

public ResponseEntity<User> createUser(*@RequestBody* User user) {

return ResponseEntity.*ok*(userService.saveUser(user));

}

}

package com.example.demo;

import org.springframework.data.jpa.repository.JpaRepository;

public interface UserRepository extends JpaRepository<User, Long> {

}

**UserService.java**

package com.example.demo;

public interface UserService {

User saveUser(User user);

}

**UserServiceImpl.java**

package com.example.demo;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.stereotype.Service;

*@Service*

public class UserServiceImpl implements UserService {

*@Autowired*

private UserRepository userRepository;

*@Override*

public User saveUser(User user) {

return userRepository.save(user);

}

}

**UserControllerPostTest.java**

package com.example.demo;

import static org.mockito.Mockito.\*;

import static org.springframework.test.web.servlet.result.MockMvcResultMatchers.\*;

import static org.springframework.test.web.servlet.request.MockMvcRequestBuilders.\*;

import com.fasterxml.jackson.databind.ObjectMapper;

import org.junit.jupiter.api.Test;

import org.springframework.boot.test.autoconfigure.web.servlet.WebMvcTest;

import org.springframework.boot.test.mock.mockito.~~MockBean~~;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.test.web.servlet.MockMvc;

import org.springframework.http.MediaType;

*@WebMvcTest*(UserController.class)

public class UserControllerPostTest {

*@Autowired*

private MockMvc mockMvc;

*@*~~MockBean~~

private UserService userService;

private static ObjectMapper *mapper* = new ObjectMapper();

*@Test*

public void testCreateUser() throws Exception {

User user = new User(1L, "John Doe");

*when*(userService.saveUser(*any*(User.class))).thenReturn(user);

String json = *mapper*.writeValueAsString(user);

mockMvc.perform(*post*("/users")

.contentType(MediaType.***APPLICATION\_JSON***)

.content(json))

.andExpect(*status*().isOk())

.andExpect(*jsonPath*("$.id").value(1L))

.andExpect(*jsonPath*("$.name").value("John Doe"));

}

}

**OUTPUT**
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**Exercise 6: Test Service Exception Handling**

**DemoApplication.java**

package com.example.demo;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

*@SpringBootApplication*

public class DemoApplication {

public static void main(String[] args) {

SpringApplication.*run*(DemoApplication.class, args);

}

}

**User.java**

package com.example.demo;

import jakarta.persistence.Entity;

import jakarta.persistence.Id;

*@Entity*

public class User {

*@Id*

private Long id;

private String name;

public User() {}

public User(Long id, String name) {

this.id = id;

this.name = name;

}

// Getters and setters

public Long getId() { return id; }

public void setId(Long id) { this.id = id; }

public String getName() { return name; }

public void setName(String name) { this.name = name; }

}

**UserNotFoundException.java**

package com.example.demo;

public class UserNotFoundException extends RuntimeException {

public UserNotFoundException(String message) {

super(message);

}

}

**UserRepository.java**

package com.example.demo;

import org.springframework.data.jpa.repository.JpaRepository;

public interface UserRepository extends JpaRepository<User, Long> {

}

**UserService.java**

package com.example.demo;

public interface UserService {

User getUserById(Long id);

}

**UserServiceImpl.java**

package com.example.demo;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.stereotype.Service;

*@Service*

public class UserServiceImpl implements UserService {

*@Autowired*

private UserRepository userRepository;

*@Override*

public User getUserById(Long id) {

return getUserRepository().findById(id)

.orElseThrow(() -> new UserNotFoundException("User not found with id: " + id));

}

public UserRepository getUserRepository() {

return userRepository;

}

public void setUserRepository(UserRepository userRepository) {

this.userRepository = userRepository;

}

}

**UserServiceExceptionTest.java**

package com.example.demo;

import static org.junit.jupiter.api.Assertions.\*;

import static org.mockito.Mockito.\*;

import java.util.Optional;

import org.junit.jupiter.api.Test;

public class UserServiceExceptionTest {

*@Test*

public void testGetUserById\_UserNotFound\_ThrowsException() {

// Step 1: Mock repository

UserRepository mockRepo = *mock*(UserRepository.class);

*when*(mockRepo.findById(999L)).thenReturn(Optional.*empty*());

// Step 2: Inject mock into service

UserServiceImpl service = new UserServiceImpl();

service.setUserRepository(mockRepo); // make field public OR use constructor

// Step 3: Assert exception

UserNotFoundException thrown = *assertThrows*(UserNotFoundException.class, () -> {

service.getUserById(999L);

});

*assertEquals*("User not found with id: 999", thrown.getMessage());

}

}

**OUTPUT**
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**Exercise 7: Test Custom Repository Query**

**DemoApplication.java**

package com.example.demo;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

*@SpringBootApplication*

public class DemoApplication {

public static void main(String[] args) {

SpringApplication.*run*(DemoApplication.class, args);

}

}

**User.java**

package com.example.demo;

import jakarta.persistence.Entity;

import jakarta.persistence.Id;

import jakarta.persistence.Table;

*@Entity*

*@Table*(name = "`user`") // quoted to avoid SQL keyword conflicts

public class User {

*@Id*

private Long id;

private String name;

public User() { }

public User(Long id, String name) {

this.id = id;

this.name = name;

}

public Long getId() { return id; }

public void setId(Long id) { this.id = id; }

public String getName() { return name; }

public void setName(String name) { this.name = name; }

}

package com.example.demo;

import java.util.List;

import org.springframework.data.jpa.repository.JpaRepository;

public interface UserRepository extends JpaRepository<User, Long> {

// custom finder

List<User> findByName(String name);

}

**UserRepositoryTest.java**

package com.example.demo;

import static org.assertj.core.api.Assertions.~~assertThat~~;

import java.util.List;

import org.junit.jupiter.api.BeforeEach;

import org.junit.jupiter.api.Test;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.boot.test.autoconfigure.orm.jpa.DataJpaTest;

*@DataJpaTest*

public class UserRepositoryTest {

*@Autowired*

private UserRepository userRepository;

*@BeforeEach*

void setUp() {

userRepository.deleteAll();

userRepository.save(new User(1L, "Alice"));

userRepository.save(new User(2L, "Bob"));

userRepository.save(new User(3L, "Alice"));

}

*@Test*

void whenFindByName\_thenReturnMatchingUsers() {

// Act

List<User> alices = userRepository.findByName("Alice");

// Assert

*assertThat*(alices)

.hasSize(2)

.extracting(User::getId)

.containsExactlyInAnyOrder(1L, 3L);

}

*@Test*

void whenFindByName\_notFound\_thenReturnEmptyList() {

List<User> list = userRepository.findByName("Charlie");

*assertThat*(list).isEmpty();

}

}

**OUTPUT**
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**Exercise 8: Test Controller Exception Handling**

**DemoApplication.java**

package com.example.demo;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

*@SpringBootApplication*

public class DemoApplication {

public static void main(String[] args) {

SpringApplication.*run*(DemoApplication.class, args);

}

}

**GlobalExceptionHandler.java**

package com.example.demo;

import java.util.NoSuchElementException;

import org.springframework.http.HttpStatus;

import org.springframework.http.ResponseEntity;

import org.springframework.web.bind.annotation.\*;

*@ControllerAdvice*

public class GlobalExceptionHandler {

*@ExceptionHandler*(NoSuchElementException.class)

public ResponseEntity<String> handleNotFound(NoSuchElementException ex) {

return ResponseEntity.*status*(*HttpStatus*.***NOT\_FOUND***).body("User not found");

}

}

**User.java**

package com.example.demo;

public class User {

private Long id;

private String name;

public User() {}

public User(Long id, String name) {

this.id = id;

this.name = name;

}

public Long getId() { return id; }

public void setId(Long id) { this.id = id; }

public String getName() { return name; }

public void setName(String name) { this.name = name; }

}

**UserController.java**

package com.example.demo;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.http.ResponseEntity;

import org.springframework.web.bind.annotation.\*;

*@RestController*

*@RequestMapping*("/users")

public class UserController {

*@Autowired*

private UserService userService;

*@GetMapping*("/{id}")

public ResponseEntity<User> getUser(*@PathVariable* Long id) {

return ResponseEntity.*ok*(userService.getUserById(id));

}

}

**UserService.java**

package com.example.demo;

import java.util.NoSuchElementException;

import org.springframework.stereotype.Service;

*@Service*

public class UserService {

public User getUserById(Long id) {

throw new NoSuchElementException("User not found with id: " + id);

}

}

**UserControllerExceptionTest.java**

package com.example.demo;

import static org.springframework.test.web.servlet.result.MockMvcResultMatchers.\*;

import static org.springframework.test.web.servlet.request.MockMvcRequestBuilders.\*;

import org.junit.jupiter.api.Test;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.boot.test.autoconfigure.web.servlet.WebMvcTest;

import org.springframework.boot.test.mock.mockito.~~MockBean~~;

import org.springframework.http.MediaType;

import org.springframework.test.web.servlet.MockMvc;

import java.util.NoSuchElementException;

import static org.mockito.Mockito.\*;

*@WebMvcTest*(UserController.class)

public class UserControllerExceptionTest {

*@Autowired*

private MockMvc mockMvc;

*@*~~MockBean~~

private UserService userService;

*@Test*

public void testNotFoundException() throws Exception {

*when*(userService.getUserById(99L)).thenThrow(new NoSuchElementException());

mockMvc.perform(*get*("/users/99")

.contentType(MediaType.***APPLICATION\_JSON***))

.andExpect(*status*().isNotFound())

.andExpect(*content*().string("User not found"));

}

}

**OUTPUT**
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**Exercise 9: Parameterized Test with Junit**

**Calculator.java**

package com.example.demo;

public class Calculator {

public boolean isEven(int number) {

return number % 2 == 0;

}

}

**CalculatorTest.java**

package com.example.demo;

import static org.junit.jupiter.api.Assertions.\*;

import org.junit.jupiter.params.ParameterizedTest;

import org.junit.jupiter.params.provider.ValueSource;

public class CalculatorTest {

private final Calculator calculator = new Calculator();

*@ParameterizedTest*

*@ValueSource*(ints = {2, 4, 6, 8, 10})

public void testIsEven\_WithEvenNumbers\_ReturnsTrue(int number) {

*assertTrue*(calculator.isEven(number));

}

*@ParameterizedTest*

*@ValueSource*(ints = {1, 3, 5, 7, 9})

public void testIsEven\_WithOddNumbers\_ReturnsFalse(int number) {

*assertFalse*(calculator.isEven(number));

}

}

**OUTPUT**
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